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ABSTRACT

One of the most widely-used open source project; OpenSSL is a cryptography library that is used to secure most web sites,
servers and clients. One can secure the communication with the Secure Socket Layer (SSL) or its successor, Transport Layer
Security (TLS) protocols by using the OpenSSL library. Since cryptography protocols will be updated and enhanced in order to
keep the system protected, the library was written in such a way that simplifies the integration of new cryptographic methods,
especially for the symmetric cryptography protocols. However, it gets a lot more complicated in adding an asymmetric
cryptography protocol and no guide can be found for the integration of the asymmetric cryptography protocol. In this paper, we
explained the architecture of the OpenSSL library and provide a simple tutorial to modify the OpenSSL library in order to
accommodate custom protocols of both symmetric and asymmetric cryptography.

Keywords: OpenSSL architecture, custom security protocol, custom asymmetric protocol, custom symmetric protocol

|. Introduction project: OpenSSL is a cryptography library
that is used to secure most web sites,

One of the most widely-used open source servers and clients in the Internet. One
can secure the communication with Secure
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integration of new cryptographic methods,
especially for the symmetric cryptography
protocols. However, it becomes a lot more
complicated in modifying or adding an
asymmetric cryptography protocol and no
guide can be found for this integration.
Most of the OpenSSL guide provides
tutorials or references on how to utilize,
configure or deploy the library through
command lines, the Application Program
Interface (API) or configuration settings
(1-3) but the guide on how to modify or
enhance the library can hardly be found.
This makes the coding of a new
cryptographic protocol extremely difficult.
In this paper, we described and
explained the detailed architecture of
OpenSSL to ease the integration of new
symmetric and asymmetric protocols for
the future developers. Our contributions
for this paper are listed as below,
® [Explained the
OpenSSL library
® Described the integration process of

architecture of

the custom symmetric and

asymmetric cryptography protocols

An overview of OpenSSL library and
related works can be found in Chapter 2.
Chapter 3 describes the architecture of
OpenSSL library for integration of custom
protocol while the installation of the
customized OpenSSL library can be found
in Chapter 4. Finally, the paper will be
concluded in Chapter 5.

[I. Background
2.1 Overview of OpenSSL

OpenSSL is widely used to secure the
Internet and hence the effect of a bug in
its code can be severe. This was shown in
the recent critical bug that exposes a

serious security vulnerability: the
Heartbleed. Heartbleed(4]) is a critical bug
found in OpenSSL library that allows
attackers to read beyond the buffer’s data
or it was better known as buffer
over-read.

By doing so, sensitive information that
was protected by the secure channel
established with OpenSSL library can be
exposed to attackers and this can render
secure channel useless. This critical bug
causes havoc over the Internet as an
estimation of 55% popular HyperText
Transport Protocol (Secure) (HTTPS) web
sites were secured by the vulnerable
OpenSSL  library(5). Besides that, the
vulnerable OpenSSL library was also used
to secure other protocols such as e-mails,
remote access sessions and etc.

This raises concern of secure coding and
why does it take so long (more than 2
years) for the users/developers to discover
this bug despite the project being open
source. This 1is mainly due to the
complicated structure(6] of the OpenSSL
library that makes it difficult to
understand even for software analyzing
tools.

Kupsch and Miller(6) explained that the
difficulties for the code analysis tools in
identifying the vulnerability are as follow,

® The wuse of pointers (Chain of

pointers led by the vulnerable
function)

® The complexity of the execution path

from the bigger allocation to its
misuse

® The valid bytes of the TLS message

are a subset of the allocated buffer

® The contents of the buffer do not

appear to come directly from
attackers

Besides that, the Heartbleed bug also
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led to a forked version of OpenSSL due to
the complicated and messy code base. The
forked OpenSSL: LibreSSL{7)] tries to
clean up the code and make it easier for
the developers to understand, audit and
repair the library.

In the first week LibreSSL
managed to remove half of the code(8)
from the library. However, it is no longer

alone,

compatible with the project that developed
with OpenSSL and it also supports less
system  (OS)
OpenSSL. Fig. 1 shows the source code
analysis of the OpenSSL library by using
the sloccount(9]) tool and the estimated

operating compared to

effort and time required to develop the
library. It shows the size of the OpenSSL
library is enormous given the long history
of the open source cryptography library.

Fig. 1. Source code analysis of OpenSSL library
by using sloccount tool

2.2 Related Works

Armknecht et al. (3] implemented a
trusted channel based on TLS specification
by wusing the OpenSSL library. They
claimed that it helps in ensuring the
integrity of an endpoint software in order
to prevent attacks that compromise the
endpoints through malicious code injection.

However, their work is only a proof of
concept (PoC) prototype instead of an
actual implementation in code. They also
do not explain on the integration of their
work with OpenSSL library in term of
coding.

Yilek et  al.(10)
significance of the OpenSSL code and how
it can compromises security when a bad

explained the

code was introduced. It allows attackers to
make use of the loophole or bug and then
compromise the secure channel.

Despite that, they do not show the
proper way to integrate any new protocols
to the OpenSSL library. They only
surveyed on the existing SSL/TLS-enabled
web servers whether the administrators
patched up their servers or not.

Jurkiewicz and Niemiec(11) tried to
implement a symmetric block cipher with
OpenSSL, they provide a simple guide on
how to code for the symmetric block cipher
with OpenSSL. However, they do not
provide any guide on the asymmetric
ciphers and their guide on the symmetric
block cipher also missed out a few key
points such as the libcrypto.num,
libssl.num and buildinfo files.

Ill. The Architecture of OpenSSL

In general, OpenSSL library can be divided
into two sub-libraries as illustrated in Fisg.

Open55SL

ﬁ f

Initialization
Vi Configuration
E Cert. Validation

Other SSL
functions

Keys & Certs

Engines

Other cryptos

Fig. 2. The Architecture of OpenSSL library
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2, namely the libCrypto and libSSL libraries.

LibCrypto library consists of the generic
cryptographic functions which include the
parameters initialization, random number
generator, error handling, other crypto
functions and configurations of the
cryptographic functions.

This component of OpenSSL library is
located under the directory of ‘crypto’.
LibCrypto library can be further divided
into sub-modules,

® Basic Input/Output (BIO)

Envelope (EVP)

Elliptic Curve Cryptography (ECC)
Keys & Certificates

Engines

Other crypto
Hellman, Bignum and etc)

functions (Diffie

LibSSL library consists of the SSL/TLS
protocols implementation that make use of
the LibCrypto library to establish the
secure

channel. This includes the

channel/session establishment,
management, resumption, authentication
and configuration. Similar to LibCrypto,
LibSSL library can be further divided into
sub-modules,

® Connection/Session initialization

® Connection configuration

® C(Certificate validation

® Other SSL/TLS functions (Session

resumption, Datagram TLS (DTLS),

Alternative key exchange and etc)
3.1 LibCrypto

LibCrypto covered the
symmetric cryptographic functions and
general purpose cryptographic functions.
All of the LibCrypto library’s function
pointers are listed in a file named,
libcrypto.num. This file labels all of the

symmetric cryptographic functions as well

generally

as the rest of the cryptographic functions
with sequential numbers. This is one of
the required file that was not mentioned
by Jurkiewicz and Niemiec(11] as stated
in the related works.

In order to add a new symmetric
cryptographic function to the LibCrypto
library, the first step will be adding a new
number that will be pointed by the
function name to util/libcrypto.num. Then,
the header of the cipher can be added
under include/openssl/cipher_name.h.
Since symmetric cipher’s code can be
identical but in reverse order, the encrypt
mode is denoted as 1 in this header file
while the decrypt mode is denoted as 0.
crypgraphic
function, the crypto/evp/c_allc.c should be

For a new symmetric
updated with the new cipher along with
its name while for a new message digest
algorithm, crypto/evp/c_alld.c should be
updated with the new digest function
along with its name. The EVP module of
LibCrypto consists of a list of function
calls for each of the cipher and message
digest algorithms. If new properties such
as different maximum key length is
required, it can be added or modified in
crypto/evp/evp.h.

Fig. 3 shows part of the libcrypto.num
file that contains the function pointer of
EVP function for Advanced Encryption
Standard (AES) 256  Cipher  Block
Chaining (CBC) mode. This function
pointer is then lead to the evp.h and
evp/c_allc.h header files as shown in Fig.
4 and Fig. 5.

Lastly, the detailed implementation of
the cipher will be added under the
OpenSSL

directory crypto/cipher name.

Fig. 3. Part of the libcrypto.num file
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Fig. 5. Part of the evp/c_allc file

manages the source files with the a file
named buildinfo under each directory, it
lists all of the source files that will be
added to the generated makefile and
compile accordingly. Make sure the
buildinfo file is updated with the addition
of the new source files, Jurkiewicz and
Niemiec(11]) also failed to mention this
buildinfo file that is needed to be modified
in order to add new source files into the
library. Fig. 6 shows the buildinfo file for
the AES module, it needs to include all of
the source files for the AES
implementation in order to be compiled.

Fig. 6. Part of the buildinfo file for AES module
3.2 LibSSL

LibSSL on the other hand covers the

asymmetric cryptographic functions.
Similar to the symmetric cryptography,
the SSL/TLS function pointers of the
LibSSL library are listed in a file named,
util/libssl.num. The newly added function
in the LibSSL library had be to updated
into this list of function pointers too. This
is another required file that was not
mentioned by Jurkiewicz and Niemiec(11)
as stated in the related works as they
asymmetric

were not working on

cryptography protocol.

In the case of SSL/TLS protocols, the
cipher identity, name and code number are
listed in  include/openssl/ssl.h and
include/openssl/tlsl.h depending on the
protocol used. Besides that, the function
headers can be found in the two header
files too. These can be seen in Fig. 7 and
8 below.

If the new asymmetric cipher is not
based on SSL or TLS protocols, a new
added  under

include/openssl/new_asymmetric_cipher.h.

header file can Dbe

Unlike symmetric cryptography, the
developer might need more than one
function here for the client and server
modes. Besides that, a general function
can also be used for the procedures in
which both the client and server modes
share.

Therefore, in most cases, at least three
functions can be declared here in order to
add a new symmetric cryptographic
function. For example, new_asymmetric_cr
ypto_method, new_asymmetric_crypto_clien
t_method and new_asymmetric_crypto_serve
r_method.

Fig. 9 shows part of the libssl.num file
that contains the TLS_client_method.
Besides that, the other function pointers
of the SSL/TLS protocol can also be found

Fig. 7. Part of the tls1.h file that contains the
version numbers

Fig. 8. Part of the tls1.h file that contains the
cipher suites
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Fig. 9. Part of the libssl.num file

within the file.
After initializing these
pointers, the developer can then proceed

functions

to code for the detailed implementation of
the functions under ssl/new_cipher_lib.c.
Once the code was written, the developer
should add the newly created files to the
buildinfo file so that they will be included
in the generated makefile for compilation.

V. Installation

If any third party library is required for
the custom protocol, makes sure to include
it in the makefile generator under the
directory “Configurations” according to the
OS used. To differentiate the customized
version of OpenSSL library and easily
verify the correct version was installed,
the version name can be modified in the
header file: include/openssl/opensslv.h.
The definition of OPENSSL_VERSION_
TEXT can also be modified to any
identifiable name for the developer.

Typically, the “sudo make install”
command can be used to install the
compiled source code as part of the system
libraries in Linux. Run the command
“openssl version” to check whether the
OpenSSL library was installed properly,
the output should has the same version
name the  developer set in  the
OPENSSL_VERSION_TEXT as described
earlier.

Once installed, the customized OpenSSL
library can be used by any software within
the system simply by including the
customized library file. By default, the
installed

binary file is located at

/usr/local/bin while the library files are

located at /usr/local/lib. Lastly, the
configuration file of the installed OpenSSL
library is located at /usr/lib/ssl.

V. Conclusion

Most of the existing studies or analysis
explain how to use the OpenSSL library
but none of them actually explain how to
enhance or modify the library with
Jurkiewicz and Niemiec(11) being the only
exception. Even that, they only explain
the integration of a symmetric block
cipher and do not include any guide on
the integration of a custom asymmetric
cipher. They also missed out a few key
points such as the libcrypto.num,
libssl.num and buildinfo files.

Our analysis and study on the OpenSSL
can provide insights for developers or
researchers that attempt to include or
experiment a new cryptography protocol
within the OpenSSL library. Hopefully, it
can also helps to reduce the learning
curve for new developers of OpenSSL
library.
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